Appendix A: Rust Cheat Sheet

This appendix is designed to be a quick reference guide for Rust syntax, concepts, and best
practices. It’s a handy resource for both beginners and experienced Rustaceans to quickly look
up key information.

A.1 Basic Syntax

Variables and Mutability

let x = 5; // Immutable variable
let mut y = 10; // Mutable variable
const PI: fe64 = 3.14; // Constant

Data Types

let a: i32 = 5; // 32-bit 1integer

let b: f64 = 3.14; // 64-bit float

let c: bool = true; // Boolean

let d: char = 'R'; // Character

let e: &str = "Hello"; // String slice

let f: String = String::from("Hello"); // String

Control Flow

// If-else

if x > 0 {
println!("Positive");

} else if x < 0 {
println!("Negative");

} else {
println!("Zero");

// Match

match x {
1 => println!("One"),
2 => println!("Two"),
_ => println!("Other"),



// Loop

loop {
println!("Looping forever!");
break; // Exit the Loop

// While Loop

while x > 0 {
println!("x = {}", X);
X -=1;

// For Lloop

for i in 1..=5 {
println!("i = {}", i);

}

Functions

fn add(a: 132, b: i32) -> i32 {
a+b // Implicit return

fn greet(name: &str) {
println!("Hello, {}!", name);

A.2 Collections

Vectors

let mut v = vec![1, 2, 3]; // Create a vector
v.push(4); // Add an element
let first = v[0@]; // Access an element
for i in &v {
println!("{}", i); // Iterate over elements

}

HashMaps



use std::collections: :HashMap;

let mut map = HashMap::new();
map.insert("keyl", "valuel"); // Insert a key-value pair
if let Some(value) = map.get("keyl") {

println!("{}", value); // Access a value

A.3 Ownership and Borrowing

Ownership Rules

1. Eachvalue has asingle owner.
2. When the owner goes out of scope, the value is dropped.

3. Ownership can be transferred (moved).

Borrowing

let s1 = String::from("hello");
let len = calculate_length(&sl); // Immutable borrow
println!("{}", s1); // s1 is still valid

fn calculate_length(s: &String) -> usize {
s.len()

}

Mutable Borrowing

let mut s = String::from("hello");
change_string(&mut s); // Mutable borrow
println!("{}", s); // s is modified

fn change_string(s: &mut String) {
s.push_str(", world");

A.4 Error Handling



Option Type

fn divide(a: 64, b: f64) -> Option<f6e4d> {
if b == 0.0 {
None
} else {
Some(a / b)

match divide(19.9, 0.0) {
Some(result) => println!("Result: {}", result),
None => println!("Division by zero!"),

Result Type

fn read_file(path: &str) -> Result<String, std::io::Error> {
std::fs::read_to_string(path)

match read_file("example.txt") {
Ok(content) => println!("File content: {}", content),
Err(error) => println!("Error: {}", error),

A.5 Concurrency

Threads

use std::thread;

let handle = thread::spawn(]|| {
println!("Hello from a thread!");

})s
handle.join().unwrap();

Channels



use std::sync::mpsc;

let (sender, receiver) = mpsc::channel();
thread: :spawn(move || {
sender.send("Hello").unwrap();

1)

let received = receiver.recv().unwrap();
println!("Received: {}", received);

Mutex

use std::sync::{Arc, Mutex};
use std::thread;

let counter = Arc::new(Mutex::new(9));
let mut handles = vec![];

for _ in 0..10 {
let counter = Arc::clone(&counter);
let handle = thread::spawn(move || {
let mut num = counter.lock().unwrap();
*num += 1;
1
handles.push(handle);

for handle in handles {
handle.join().unwrap();

println!("Counter: {}", *counter.lock().unwrap());

A.6 Advanced Features

Macros

macro_rules! greet {
($name:expr) => {
println!("Hello, {}!", $name);
}s



greet! ("Alice");

Unsafe Rust

unsafe fn dangerous_function() {
println!("This function is unsafe!");

}

unsafe {
dangerous_function();

}

A.7 Rust Ecosystem

Popular Crates

e serde: Serialization and deserialization.
e tokio: Asynchronous runtime.
e reqwest: HTTP client.

e actix-web: Web framework.

bevy: Game engine.

A.8 Common Patterns

Builder Pattern

#[derive(Debug)]

struct Person {
name: String,
age: us8,

struct PersonBuilder {
name: String,
age: u8,



impl PersonBuilder {
fn new() -> Self {
PersonBuilder {
name: String::new(),
age: 0,

fn name(mut self, name: &str) -> Self {
self.name = name.to_string();
self

fn age(mut self, age: u8) -> Self {
self.age = age;
self

fn build(self) -> Person {
Person {
name: self.name,
age: self.age,

}
}
}
fn main() {
let person = PersonBuilder: :new()
.name("Alice")
.age(25)
.build();
println!("{:?}", person);
}

A.9 Resources



Official Documentation

e The Rust Programming Language Book
e Rust by Example

Community

e RustUsers Forum
e Rust Discord

Tools

e rustup: Rust toolchain installer.
e cargo: Rust package manager and build system.


https://doc.rust-lang.org/book/
https://doc.rust-lang.org/rust-by-example/
https://users.rust-lang.org/
https://discord.gg/rust-lang

Every line of Rust code you write is a step toward immortality—a legacy of innovation that will
outlast the test of time



Appendix B: Common Errors and How to Fix
Them

This appendix is designed to help you troubleshoot and resolve some of the most common
errors you might encounter while working with Rust. Each error is explained in a clear and
concise way, with examples and solutions to help you understand and fix the issue quickly.

B.1 Ownership and Borrowing Errors

Error: Use of Moved Value

let s1 = String::from("hello");
let s2 = s1;
println!("{}", sl1); // Error: value borrowed here after move

Explanation:

e In Rust, when you assign s1 to s2, ownership of the string is moved to s2. After the
move, s1 is no longer valid.

Fix:
Use a reference to avoid moving ownership:
let s1 = String::from("hello");

let s2 = &s1;
println!("{}", s1); // Works fine

Error: Cannot Borrow as Mutable More Than Once

let mut s = String::from("hello");

let r1 = &mut s;

let r2 = &mut s; // Error: cannot borrow s  as mutable more than
once

Explanation:

e Rust enforces that you can only have one mutable reference to a value at a time to
prevent data races.
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Fix:
Ensure only one mutable reference exists at a time:

let mut s = String::from("hello");

let rl = &mut s;

rl.push_str(", world");

let r2 = &mut s; // Now this is allowed

B.2 Type Mismatch Errors

Error: Mismatched Types

let x: 132 = 5;
let y: f64 = x; // Error: mismatched types

Explanation:

e Rustis strict about types. You cannot directly assign an 132 to an T64.
Fix:
Use type conversion:

let x: i32
let y: f64

5;
X as f64; // Works fine

Error: Expected (), Found 132

fn add(a: 132, b: i32) -> i32 {
a + b;
} // Error: expected (), found 132"

Explanation:

e The function is expected to return an 132, but the semicolon attheendofa + b;
turns it into a statement, which returns ().

Fix:

Remove the semicolon to make it an expression:

fn add(a: i32, b: i32) -> i32 {
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a+b // No semicolon

B.3 Lifetime Errors

Error: Missing Lifetime Specifier

fn longest(x: &str, y: &str) -> &str { // Error: missing Lifetime

specifier
if x.len() > y.len() {
X
} else {
y
}
}

Explanation:

e Rust needs to know how long the returned reference will be valid.
Fix:
Specify lifetimes explicitly:

fn longest<'a>(x: &'a str, y: &'a str) -> &'a str {
if x.len() > y.len() {
X
} else {

y

B.4 Concurrency Errors

Error: Data Race Detected

use std::thread;
let mut data = vec![1, 2, 3];
let handle = thread::spawn(|]| {
data.push(4); // Error: may outlive borrowed value “data’

})s

12



handle.join().unwrap();
Explanation:

e Rust prevents data races by ensuring that data accessed by multiple threads is
properly synchronized.

Fix:

Use Arc and Mutex to share data safely:

use std::sync::{Arc, Mutex};
use std::thread;
let data = Arc::new(Mutex::new(vec![1, 2, 3]));
let data_clone = Arc::clone(&data);
let handle = thread::spawn(move || {
let mut data = data_clone.lock().unwrap();
data.push(4);

})s

handle.join().unwrap();

B.5 File 1/O Errors

Error: File Not Found

use std::fs;
let content = fs::read_to_string("nonexistent.txt").unwrap(); //
Error: No such file or directory

Explanation:
e The unwrap method panics if the file does not exist or cannot be read.
Fix:

Handle the error gracefully usingmatchorif let:

use std::fs;

match fs::read_to_string("nonexistent.txt") {
Ok(content) => println!("File content: {}", content),
Err(error) => println!("Error: {}", error),
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B.6 Macro Errors

Error: Macro Expansion Error

macro_rules! greet {
($name:expr) => {
println!("Hello, {}!", name); // Error: “name’ 1is not 1in scope
}s
}

greet! ("Alice");
Explanation:
e The macro uses name instead of Sname, which is not defined.
Fix:
Use the correct macro variable:

macro_rules! greet {
($name:expr) => {
println!("Hello, {}!", $name);
}s5
}
greet! ("Alice");

B.7 Unsafe Rust Errors

Error: Dereferencing Raw Pointer

let x = 5;

let raw_ptr = & as *const 132;

println!("{}", *raw_ptr); // Error: dereference of raw pointer is
unsafe

Explanation:
e Dereferencing raw pointers is unsafe and must be done within an unsafe block.
Fix:

Use anunsafe block:
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let x = 5;
let raw_ptr = &x as *const 132;
unsafe {
println!("{}", *raw_ptr); // Works fine

B.8 Common Patterns and Fixes

Error: Unused Variable
let x = 5; // Warning: unused variable: ~x°
Fix:

Use the variable or prefix it with an underscore to silence the warning:
let _x = 5; // No warning

Error: Unreachable Code

fn main() {

return;

println!("This will never run"); // Warning: unreachable
statement

}

Fix:

Remove the unreachable code or restructure your logic:

fn main() {
println!("This will run");
return;

}

15



Rust is the key to unlocking the future of technology—grasp it, and you’ll be at the forefront of
the next digital revolution

16



Appendix C: Resources for Further Learning

This appendix is designed to provide you with a curated list of resources to continue your Rust
journey. Whether you’re a beginner looking to solidify your fundamentals or an experienced
developer exploring advanced topics, these resources will help you deepen your
understanding and stay up-to-date with the latest in the Rust ecosystem.

C.1 Official Documentation

1. The Rust Programming Language Book

e Description: Often referred to as "The Book," this is the definitive guide to learning
Rust. It covers everything from basic syntax to advanced concepts like concurrency
and macros.

e Link: The Rust Programming Language Book
2. Rust by Example

e Description: A collection of runnable examples that illustrate various Rust concepts
and standard library features.

e Link: Rust by Example
3. Rust Standard Library Documentation

e Description: Comprehensive documentation for Rust’s standard library, including
detailed explanations of modules, types, and functions.
e Link: Rust Standard Library Docs

C.2 Community and Forums

1. Rust Users Forum

e Description: Acommunity forum where you can ask questions, share projects, and
discuss Rust-related topics.
e Link: Rust Users Forum

2. Rust Discord
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https://doc.rust-lang.org/book/
https://doc.rust-lang.org/rust-by-example/
https://doc.rust-lang.org/std/
https://users.rust-lang.org/

e Description: A real-time chat platform where you can interact with other Rustaceans,
ask for help, and participate in discussions.
e Link: Rust Discord

3. Reddit: r/rust

e Description: A subreddit dedicated to Rust, featuring news, discussions, and project
showcases.

e Link: r/rust

C.3 Online Courses and Tutorials

1. Rustlings

e Description: A set of small exercises to get you used to reading and writing Rust code.
e Link: Rustlings

2. Exercism Rust Track

e Description: A collection of Rust exercises with mentorship and feedback from the
community.
e Link: Exercism Rust Track

3. Comprehensive Rust by Google

e Description: A multi-day course developed by Google that covers Rust from beginner
to advanced topics.

e Link: Comprehensive Rust

C.4 Books

1. "Programming Rust" by Jim Blandy and Jason Orendorff

e Description: A deep dive into Rust’s features and how to use them effectively.
e Link: Programming Rust

2. "Rust in Action" by Tim McNamara

e Description: A hands-on guide that teaches Rust through practical examples and
projects.
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https://discord.gg/rust-lang
https://www.reddit.com/r/rust/
https://github.com/rust-lang/rustlings
https://exercism.io/tracks/rust
https://google.github.io/comprehensive-rust/
https://www.oreilly.com/library/view/programming-rust-2nd/9781492052586/

e Link: Rustin Action

3. "Zero To Production In Rust" by Luca Palmieri

e Description: A book that walks you through building a production-ready web service
in Rust.
e Link: Zero To Production In Rust

C.5 Tools and Utilities

1. Cargo

e Description: Rust’s package manager and build system. Essential for managing
dependencies and building projects.

e Link: Cargo Documentation

2. Clippy

e Description: A collection of lints to catch common mistakes and improve your Rust
code.

e Link: Clippy GitHub
3. Rustfmt

e Description: A tool for automatically formatting Rust code to ensure consistent style.
e Link: Rustfmt GitHub

C.6 Blogs and Newsletters

1. This Week in Rust

e Description: A weekly newsletter that covers the latest developments in the Rust
community.
e Link: This Week in Rust

2. Rust Blog

e Description: Official blog posts from the Rust team, including announcements, release
notes, and deep dives into new features.

19


https://www.manning.com/books/rust-in-action
https://www.zero2prod.com/
https://doc.rust-lang.org/cargo/
https://github.com/rust-lang/rust-clippy
https://github.com/rust-lang/rustfmt
https://this-week-in-rust.org/

e Link: Rust Blog
3. FasterThanLime

e Description: A blog by Amos Wenger, featuring in-depth articles on Rust and systems
programming.
e Link: FasterThanLime

C.7 Conferences and Meetups

1. RustConf

e Description: An annual conference dedicated to Rust, featuring talks, workshops, and
networking opportunities.
e Link: RustConf

2. RustFest

e Description: Acommunity-organized conference held in various locations around the
world.
e Link: RustFest

3. Local Rust Meetups

e Description: Join local Rust meetups to connect with other Rustaceans in your area.
e Link: Meetup.com

C.8 Advanced Topics

1. The Rustonomicon

e Description: A guide to Rust’s unsafe features and how to use them correctly.
e Link: The Rustonomicon

2. Async Rust

e Description: A guide to asynchronous programming in Rust, including async/await
and the tokio runtime.

e Link: Async Rust

3. Embedded Rust
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https://blog.rust-lang.org/
https://fasterthanli.me/
https://rustconf.com/
https://rustfest.global/
https://www.meetup.com/
https://doc.rust-lang.org/nomicon/
https://rust-lang.github.io/async-book/

e Description: Resources for using Rust in embedded systems, including the
embedded-hal crate.
e Link: Embedded Rust

C.9 Practice and Projects

1. Advent of Code in Rust

e Description: Solve Advent of Code puzzles using Rust to practice your skills.
e Link: Advent of Code

2. Build Your Own X in Rust

e Description: A collection of tutorials for building various projects (e.g., operating
systems, compilers) in Rust.
e Link: Build Your Own X

3. Rust Cookbook

e Description: A collection of simple examples that demonstrate how to accomplish
common tasks in Rust.
e Link: Rust Cookbook
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https://www.rust-lang.org/what/embedded
https://adventofcode.com/
https://github.com/danistefanovic/build-your-own-x#build-your-own-operating-system
https://rust-lang-nursery.github.io/rust-cookbook/

Mastering Rust is not just about writing code; it’s about rewriting the rules of what’s possible in
software development
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Appendix D: Glossary of Rust Terms

This appendix is designed to provide a concise and clear explanation of key Rust terms and
concepts. Whether you’re a beginner or an experienced Rustacean, this glossary will serve as a
handy reference to help you understand and use Rust terminology effectively.

A

Arc (Atomic Reference Counted)

e Definition: A thread-safe reference-counting pointer. Arc allows multiple ownership
of data across threads.

Example:

use std::sync::Arc;
let data = Arc::new(5)

Async/Await

e Definition: A syntax for writing asynchronous code in Rust. It allows you to write
non-blocking code that looks like synchronous code.

Example:

async fn fetch_data() -> String {
String::from("Hello, async Rust!"™)

Borrowing

e Definition: The process of creating a reference to a value without transferring
ownership. Borrowing can be either immutable (&T) or mutable (&mut T).

Example:
let x = 5;
let y = &x; // Immutable borrow
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Box

e Definition: A smart pointer that provides heap allocation. It is used to store data on
the heap rather than the stack.

Example:

let b = Box::new(5);

C
Cargo
e Definition: Rust’s package manager and build system. It handles project
dependencies, compiles code, and runs tests.
Example:
cargo new my_project
Clone
e Definition: A trait that allows you to create a deep copy of a value.
Example:
let s1 = String::from("hello");
let s2 = sl.clone();
Concurrency

e Definition: The ability of a program to manage multiple tasks at the same time. Rust
provides tools like threads and async/await for concurrency.

Example:

use std::thread;
thread: :spawn(|| {
println!("Hello from a thread!");

})s
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D

Derive

e Definition: A macro that automatically implements traits for a type. Commonly used
traitsinclude Debug, Clone, and PartialEq.

Example:

#[derive(Debug)]
struct Point {
x: 132,
y: 132,

Drop

e Definition: A trait that allows you to customize what happens when a value goes out
of scope.

Example:

struct MyStruct;
impl Drop for MyStruct {
fn drop(&mut self) {
println!("Dropping MyStruct!");

Enum

e Definition: A type that can have multiple variants. Each variant can optionally hold
data.

Example:

enum Message {
Quit,
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Move { x: 132, y: i32 },
Write(String),

Error Handling

e Definition: The process of managing errors in Rust using the Result and Option
types.

Example:

fn divide(a: f64, b: f64) -> Result<f64, String> {

if b == 0.0 {
Err(String::from("Division by zero"))
} else {
Ok(a / b)
}
}
F
Function

e Definition: A block of code that performs a specific task. Functions in Rust are defined
using the fn keyword.

Example:

fn add(a: 132, b: i32) -> i32 {
a+b

Future

e Definition: A value that represents an asynchronous computation. Futures are used
with async/await to write non-blocking code.

Example:

async fn fetch_data() -> String {
String::from("Hello, future!™)
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G
Generics
e Definition: A feature that allows you to write code that works with any type. Generics
are often used with functions, structs, and enums.
Example:
fn identity<T>(x: T) -> T {
X
}
H
HashMap
e Definition: A collection that stores key-value pairs. It is part of Rust’s standard library.
Example:
use std::collections: :HashMap;
let mut map = HashMap::new();
map.insert("key", "value");
|
Iterator

e Definition: A trait that allows you to iterate over a collection. Iterators are lazy and can
be chained.

Example:

let v = vec![1, 2, 3];
let iter = v.iter();
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L

Lifetime

e Definition: A construct that ensures references are valid for a specific scope. Lifetimes
are denoted by 'a, 'b, etc.

Example:

fn longest<'a>(x: &'a str, y: &'a str) -> &'a str {
if x.len() > y.len() {
X
} else {

y

M

Macro

e Definition: A way to write code that generates other code at compile time. Macros are
defined usingmacro_rules!.

Example:

macro_rules! greet {
($name:expr) => {
println!("Hello, {}!", $name);
¥

Mutex

e Definition: A synchronization primitive that ensures only one thread can access data
at atime.

Example:

use std::sync: :Mutex;
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let m = Mutex::new(5);

o

Option

e Definition: A type that represents either a value (Some) or nothing (None). It is used
for optional values.

Example:
let x: Option<i32> = Some(5);

Ownership

e Definition: A set of rules that govern how Rust manages memory. Each value has a
single owner, and ownership can be transferred (moved).

Example:

let s1 = String::from("hello");

let s2 = sl1; // Ownership is moved to s2
R
Result

e Definition: A type that represents either a success (Ok) or an error (Err). Itis used for
error handling.

Example:

fn divide(a: 64, b: f64) -> Result<f64, String> {

if b == 0.0 {

Err(String::from("Division by zero"))
} else {

Ok(a / b)
}
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S

Struct

e Definition: A custom data type that groups related data together. Structs can have
named fields or be tuple-like.

Example:

struct Point {
X: 132,
y: 132,

String
e Definition: A growable, UTF-8 encoded string type. It is stored on the heap.

Example:

let s = String::from("hello");

T

Trait

e Definition: A collection of methods that define behavior. Traits are similar to interfaces
in other languages.

Example:

trait Greet {
fn greet(&self);
}
struct Person;
impl Greet for Person {
fn greet(&self) {
println!("Hello!");
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Tuple

e Definition: A fixed-size collection of values of different types. Tuples are often used to
return multiple values from a function.
Example:

trait Greet {
fn greet(&self);

}

struct Person;
impl Greet for Person {
fn greet(&self) {
println!("Hello!");

\'}

Vector

e Definition: A growable array type. Vectors are part of Rust’s standard library.

Example:

let v = vec![1, 2, 3];
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In Rust, every challenge is an opportunity—to grow, to innovate, and to leave your mark on the
world of technology.
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Final Thought: A Love Letter to Rust and the Journey Ahead
Dear Reader,

As | sit here reflecting on this journey we’ve taken together, I'm filled with a deep sense of
gratitude—not just for Rust, the language that has captured my heart, but for you, the curious
and courageous learner who has joined me on this adventure.

Rust, for me, is more than just a programming language. It’s a philosophy, a mindset, and a
tool that empowers us to build systems that are not only fast and efficient but also safe and
reliable. As an HPC systems engineer, I've spent years working with languages and tools that
pushed the boundaries of performance. But Rust? Rust is different. It’s a language that doesn’t
ask you to choose between safety and speed. It gives you both, wrapped in a beautifully
expressive syntax and a community that feels like home.

Teaching Rust has been one of the greatest joys of my career. There’s something magical
about watching the “aha!” moments when someone grasps ownership for the first time, or
when they see how fearless concurrency can transform their code. Rust challenges us to think
differently, to embrace the borrow checker as a friend rather than a foe, and to write code that
is not just functional but elegant.

This book is my love letter to Rust and to all of you who are eager to learn. Whether you’re a
systems programmer, a web developer, a student, or a hobbyist, Rust has something to offer
you. It’s a language that grows with you, from your first “Hello, World!” to building
high-performance distributed systems or even contributing to the Rust compiler itself.

As you continue your journey, remember this: Rust is not just about writing code—it’s about
building a better future. It’s about creating software that is resilient, secure, and sustainable.
It’s about being part of a community that values collaboration, inclusivity, and innovation.

So, as you close this book and step into the world of Rust, know that you’re not alone. You're
part of a global movement of Rustaceans who are pushing the boundaries of what’s possible.
And if you ever feel stuck or overwhelmed, remember that the Rust community is here for
you. Ask questions, share your projects, and don’t be afraid to make mistakes. That’s how we
learn. That’s how we grow.

Thank you for letting me be a part of your Rust journey. | can’t wait to see what you build.

With gratitude and excitement,
Murad Bayoun
HPC Systems Engineer, Rust Enthusiast, and Lifelong Learner
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