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試閱樣本


此書為「台灣軟體產業的失落十年」試閱樣本，欲閱讀完整內容，歡迎前往購買，如需要PDF與MOBI格式者，可前往Leanpub購買。





人才篇


人的素質決定一切


軟體開發是一個很特別的過程，集成眾人的智慧進行協作，並非像是工廠生產產品那樣，輸入原料，經過一定製程生產產品，許多人有一個錯誤的觀點是將其它產業的經驗帶入軟體的開發，認為軟體只要投入足夠的資金，購買廠房設備，僱用工人，就能夠進行軟體的生產，然而事實上程式碼皆由人所撰寫，因此軟體開發的品質成功與否完全是基於人的素質之上，並非有好的設備和足夠的資金就能夠保證成功，這是和其它產業有非常大的差別，除此之外還有一個很重要的差異是，軟體的生產力和品質通常難以被量化，不像是許多工業或硬體的產品可以輕易計算出每個月的產量、硬體的良率以及各項數值，軟體開發的產出比較像是找了人來給他一個題目寫一篇文章，究竟這篇文章生產力高與低，如果只單純用字數來判斷，那麼只要加很多贅字在文章裡，生產力乍看之下很高，但其實不然，文章品質的好與壞，在經過許多人的閱讀可以給出一個大略的評價，然而很難有一個公平客觀的標準，以軟體開發的角度來看也是一樣，程式碼的行數並不能完全代表生產力的高低，軟體的品質好與壞除了依賴有經驗的工程師閱讀也難有簡單的方式做出評斷。


當軟體生產的品質好壞由人的素質決定，連判斷軟體的品質和生產力都需要有經驗的工程師達成，這就引出了一個簡單的事實，對於軟體開發的來說最重要資產，不是設備、不是廠房，而是在於人，忽視人才的軟體公司註定要失敗，不幸的是在台灣許多企業無法理解這點，以傳統產業的經驗來開發軟體，將人才視為用完即丟的工具而非公司最重要的資產，是很常見的失敗原因。


輕視溝通成本


對於軟體開發的一個常見錯誤認知即是以為只要增加團隊的人數，生產力就可以隨之增加，就像是擴增生產線一樣簡單，事實上軟體的本質是思想與方法，團隊裡的工程師要在一起開發一套軟體需要將不同的想法統一整合在一起，需要付出溝通的成本才有辦法達成，軟體工程的經典書籍人月神話曾用收割小麥來比擬可以透過增加人力增加生產力的工作，收割小麥不需要太多的溝通，因此只要增加人力即可加速工作的完成，但對於軟體開發來說，越多人其實表示需要越多的溝通，當一個團隊有兩個人時溝通的組合就只有一條，當有三個人就有三條溝通的組合，四個人增加到六條，隨著人數的增加，團隊成員之間的溝通連線是以指數成長的，這也意謂著人數越多溝通的成本也越重，舉個例子，如果一個團隊裡十個工程師每個人自行開發的生產力定為十，兩個人一起開發可能生產力只剩十八，三個人一起開發可能只有二十四，如果十個人一起開發說不定生產力總合只剩五十。



  [image: 團隊溝通造成的生產力損失]團隊溝通造成的生產力損失




輕忽溝通的成本是常見的軟體開發錯誤，很容易就將工廠生產線的經驗套用在軟體開發上，例如可能找來許多工程師以期待可以加速開發，將寶貴的開發時間浪費在無意義的會議上，如果不能正視並改善溝通成本問題，生產力很容易就被消耗殆盡，最後團隊都只是在空轉。





工程篇


技術債


大多數人對於債務都多少有個概念，當你買了房子會有房貸，買了車子會有車貸，不管你多富有，或多或少都生活在債務之中，對於軟體開發來說，事實上也有所謂的技術債，技術債和現實的債務有點類似，有趣的是，並非所有軟體工程師對於技術債都有正確的概念，特別在台灣，技術債往往是被忽略的，甚至有很多人都不知道技術債的存在。


我們在此以財務上的現金流量表來解釋技術債，以下圖為例，如果你向銀行借款，約定每個月給付利息給銀行，在一定期限後還清債務，那麼它的現金流量表看起來如下圖所示



  [image: 銀行債務現金流量圖]銀行債務現金流量圖




綠色（上方）的箭頭代表了收入，紅色（下方）代表了支出，在你舉債之後，立刻有了一筆收入，接著你每個月必需支付給銀行利息，技術債就是類似財務上的債務。


技術債不像是財務上的債務需要特別去舉債，很多是技術債在軟體開發的過程就內建了，舉個例子，當你開發一個只有單一功能的系統，每次你修改或改進程式時，你都得測試過這個功能一次，確保它可以正確運作，因此每次的修改，你都付出了額外的時間進行測試，這便是技術債所產生的利息，它是軟體開發與生俱來你需要付出的成本，如下圖所示



  [image: 技術債現金流量圖]技術債現金流量圖




綠色（上方）的箭頭代表生產，紅色（下方）的箭頭代表損失的生產或是開發額外的時間花費，隨著你持續改進這個程式，雖然每次都得付出測試的心力，但是整體而言程式的品質隨著時間提升


事情看起來還在控制之中，然而當越來越多的功能被增加到這系統之中，每次修改程式都得重新測試過這些功能，確保沒有因為這次修改而弄壞某個功能，隨著功能增加，每次你修改要付出的利息都越來越多，如下圖所示



  [image: 技術債利息隨時間增長現金流量圖]技術債利息隨時間增長現金流量圖




直到有一天，你測試所花費的心力遠大於花在程式的生產上，你的軟體開發進度就會從此陷入泥沼，你發現你不管怎麼修改，都會產生新的問題，永遠都在原地踏步，簡單的來說你的支出遠大於收入，當然不可能有進度，在台灣很多人的做法是忽略修改後的測試，其結果就是可能產品發佈到使用者手上時才發現出了問題。


要解決因為測試的成本花費所引起的技術債，其實只要引入自動化測試，而自動化測試，簡單的來說其實就是將針對每項功能或元件應該有的正確行為，以預先寫好的程式進行自動的測試來替代昂貴又重覆的人力花費，當然撰寫自動化測試程式碼需要額外的心力，我們可以把這視為償債，更詳細的細節我們會在後面的自動化測試章節介紹。


有了自動化測試，技術債的現金流量表看起來會像這樣子



  [image: 技術債受自動化測試控制的現金流量圖]技術債受自動化測試控制的現金流量圖




一開始花費了額外的時間建立了自動化的測試，隨著功能的增加，也同時增加相對應的自動化測試案例，這樣一來，隨著系統規模的成長，花費在測試上的心力受到了控制，軟體的品質也有了一定的保障。


缺少自動化測試只是技術債的一種體現，事實上技術債有很多種不同的來源：


	不良的程式碼風格

  	不良的設計

  	缺少自動化測試

  	缺少文件

  	程式碼缺少適當的註解

  	未使用版本控制系統

  	骯髒的寫法


在此未必所有的技術債來源都詳盡的被列出，但他們都有一個共同的特點，就是在開發的過程中你必需為這些因素持續付出額外的心力，我們都可以視為技術債，例如不良的程式碼風格，每次工程師本身或是團隊裡的其它人要讀懂那段程式片段時，都得花額外的心力才有辦法讀懂，這類持續性的利息支出正是技術債的最大特徵。


雖然債務聽起來好像不太受歡迎，然而事實上妥善運用債務不管是在軟體開發上或是公司的經營上其實都很有幫助，投資者在評估一間公司績效時不會因為一間公司完全沒有債務而認為這是一件好事，反而會被視為沒有效率，適當的舉債對於公司的擴張是有一定的幫助，同樣的技術債對於軟體開發來說，並非完全是邪惡的存在，有經驗的工程師懂得在對的情況下，有計劃的容許技術債的存在，來加速軟體的開發，舉個例子，當你的新創公司的新產品，是否真的能在市場上存活還是一個未知數時，如果花太多時間在一開始嘗清債務反而是浪費了寶貴的開發時間，這種情況下其實可以容許技術債，甚至刻意舉一些債來加速開發，用最快的速度把產品做出來，但仍保有一定的品質，當產品經過市場的考驗之後再來償債，風險低了很多，因為如果這個產品無法存活，那麼有多少債務其實都沒有任何意義。


很多時候技術債不必償還，像是產品死亡或是交付專案給業主，有許多軟體外包合約就是很好的例子，因為外包的團隊很清楚知道，當這個專案交付給業主之後，對於團隊而言就再也沒機會維護這樣的專案，因此他們在開發這專案時並不會在意欠下多少債務，正因為不用負責，產生了道德風險，特別是對於軟體品質不要求、花費也無關痛癢的政府單位容易出現這樣的情況，很常見到政府單位的網站被入侵，也就是因為軟體品質低劣造成的，如果原有的系統需要增加功能或是修正問題，當遇到原有的合作廠商倒閉或是由另一家廠商得標時，接手的團隊就得面對這樣債務堆積如山的專案，通常有兩種選擇，一種是打掉重建，另一種是在原有的系統上再疊上更多的債務，只要能夠成功交付專案，負責的不是開發團隊，就很少會有人在乎。


對於技術債的無知或無視在台灣是很常見的錯誤，因為大多數人對於軟體開發的認知不足，在上面的論述中，其實不難發現，軟體開發有一個特性，開發最初的成本可能只佔兩成，而維護的成本會佔八成，並且隨著系統存活的時間越久而越來越多，如果當技術債台高築時，維護的成本更是雪上加霜，因此軟體開發不該被技術債所控制，而是該主動去瞭解並控制技術債。


程式碼風格


程式碼的風格和易讀性往往也是台灣的軟體產業所忽視的，乍看之下好像只是程式碼容不容易被讀懂，但實際上對於軟體的開發影響很大，因為一個事實是



  程式碼讀比寫多次




因為當你撰寫程式碼，你就寫這麼一次，但是你每次接著修改，都會不斷的去讀先前所寫的程式碼，因為沒有人可以記住所有程式碼，更別說那段程式如果不是你寫的，對於團隊來說，當團隊的成員越多，一段程式碼需要被閱讀的次數就越多，假如因為一個成員故意或非故意寫出很難讓人理解的程式碼時， 在一個五個人的團隊每個都讀一次這段程式都額外浪費十分鐘的話，那麼整個團隊就白白浪費了五十分鐘在這段難懂的程式上，隨著時間推進，這樣的浪費在技術債被還清以前都不會消失，日積月累也是相當可觀的成本浪費。


解決的方法其實不難，現在有許多工具可以自動幫你檢查程式碼是否符合特定風格，如果有成員寫出不合格的程式時，那些程式碼應該被團隊拒絕，不過比起程式碼風格的自動檢查，更重要的是團隊成員對於程式風格重要性的認知和實行，有許多項目是自動檢測無法檢查的，例如變數的命名是否有意義，工具就只能檢查規則，無法得知該變數名稱是否能正確表達它在片段裡的用途，因此除了自動檢測，許多團隊還會增加一個複閱的流程，每有新的程式碼被寫出來，要被接受前都得經過其它成員的檢閱。


值得注意的是，程式碼的風格最好從專案的一開始就開始維持，因為沒有多少人願意去清理前人所留下來的技術債務，如果已經欠了一屁股債，後面接手的人往往會選擇忽視債務，如果真的不得已，也只能先停下腳步來把債務償清再繼續往下走。





開源篇


加法思考與減法思考


台灣是一個資源有限的島，上面擠了兩千三百餘萬人，在這樣的環境底下，減法思考是很常見的，從小到大多少會有長輩向你灌輸這類的思想



  顧好你自己就好，別浪費時間教別人又多一個競爭對手




在學校裡一切都只是為了成績和名次，因此不是你死就是我活，在軟體開發也很常見到這類的思維，有些人會告訴你



  你要藏一手，不然別人都學走，公司就不要你了




也有人會這麼說



  我的程式碼只有我能維護，如此一來公司就不能沒有我




諸如此類都是很典形的減法思維，在資源有限的環境下，透過各種手段去排除其它人的競爭，來確保自己的利益，確實在短期內看來或許有成效，但長期看來環境會因為有太多人抱持著這樣的思想越來越惡劣，很遺憾的，台灣目前的現況有不少人是這樣的心態，才會走到今日的地步，這些人會不停的抱怨各種環境的改變，把責任和過錯都推給他人，但是卻不願意承認是自己造成這樣的環境。


俗話說「人不為己，天誅地滅」，確實人是自私的生物，但相對於減法思維的人，加法思維的人，除了在考量自己利益同時，也會思考對整體環境有所改善的選擇，在一個班級上雖然花了時間教同學，確實花了自己的時間又讓你的競爭者實力增加，或許因此輸了排名，但是在互通有無的情況下，大家整體的能力是提升的，失去了一點短期的利益卻換來整體和長遠的提昇，同樣的，在一間軟體公司裡，當員工互相交流，整體的能力提升，對公司來說是正向的提升，確實有些不懂軟體開發的公司將人才當做用完即丟的工具，但如果因為這樣公司開除你那也只是認識到這是一間不懂軟體開發的公司，必定沒有什麼前景，也不值得久留，盡力將程式碼寫得人人都可以輕易維護，雖然多花了一點心力，但是對團隊來說是整體的生產力提升。



  [image: 減法思維與加法思維]減法思維與加法思維




以更廣的視野來看，很多時候人們可以改變的環境不止是一個班級、一間公司，甚至可以是一個國家的整個產業，一個產業能否跟上世界潮流的關鍵，抱有加法思維的人數佔整體比例就可以看出端倪，從分享的風氣其實就可以看出個大概，不幸的是在台灣分享的風氣並不盛行，許多人還是抱持著一但分享就會增加競爭對手的心態，即使是在團隊裡也是如此，如果說一個人的所學是獨步武林的絕學，藏私也是理所當然的，但是當一個人所學不多，已經落後其它高手數十年功力，在這小小的地方有著惡劣的環境還在想著透過藏私勝過他人也未免太過可悲。


有趣的是，比較兩岸的軟體產業環境，對岸的工程師是樂於分享的，除了工程師人數基數的巨大差距以外，在那裡分享技術心得是很常見的，並且很常看見他們在文章裡寫這麼一句話：



  拋磚引玉




在他們的思維裡，他們希望透過自己分享這樣一點點心得，引來更多人分享更多經驗，讓整體的環境有所提升，這也是為什麼中國大陸的軟體開發能力在短短十年內超越台灣的一個重要原因之一，雖然慢了別人好幾拍，但是台灣的分享風氣已有好轉的跡象，越來越多人願意寫部落格分享自己的心得，越來越多人參與開放源碼的活動，但還是都以學生和個人為主，企業的參與還是少數，因此離先進國家還是有一大段距離要走。


之所以提到加法思維，是因為開放源碼就是加法思維的最好體現，不幸的是在台灣大部份人對於開放源碼都有嚴重的錯誤觀念，作者就有曾聽過不少人以不屑的口吻表示：



  那做不起來啦




這些人可能都抱持著減法的思維，自然無法理解開放源碼的動機，運作的方式，甚至他們不知道開放源碼早已經創造數百億產值，現在每個人的智慧型手機裡都有基於開放源碼的軟體在裡面運行，不管是作業系統還是函式庫，也有無數的公司的商業模式是基於開放源碼在進行的，這些對於開放源碼的錯誤認知都是需要被修正，否則台灣的軟體產業永遠都會處於閉門造車的困境中無法脫離。


開放源碼的加法思維


開放源碼究竟是怎麼一回事？其實簡單來說，就是將軟體的程式碼透過一份授權，在一定特定的條件下每個人都可以無償利用、修改、散佈程式碼，許多人將軟體的程式碼視為一間軟體公司的命脈，開放程式碼這件事情聽起來很瘋狂，為什麼會有人想要平白免費讓人使用辛辛苦苦寫出來的智慧結晶？這些人其實並沒有發瘋，因為他們以加法的思維看到，透過開發源碼可以改善整個環境，或著只是某種商業的手段，端看開發者是抱持著什麼樣的心態，對大部份人來說，他們開放源碼的動機不外乎：


	自我能力的證明

  	避免其它人重覆開發類似的程式，增進全人類的生產力

  	透過開放源碼獲利


對於一個開發者來說，證明自我實力的最好方法之一莫過於開放源碼，對一般的公司而言，一個工程師再怎麼優秀，他所寫的程式最終都是屬於公司的，而其它人都看不到這個工程師寫了什麼、他寫得如何，開放程式碼不一樣的是任何人都可以看見、利用這些程式，因此一個人所生產的程式好壞都清楚可見，如果有工程師參與或甚至主導一個流行的大型的開放源碼專案，這不言自明地證明了這些人的能力，因此他們一般都是產業裡的搶手人才，為了贏得工程師社群裡的尊重與基於對自己聲望的累積，許多工程師都願意花心力在於開放源碼的專案上，他們在為自己著想的過程中也改善了整體的環境。


軟體開發中其實有很多會重覆使用到的部份，就好比打造一台車子會用到四個輪子一樣，一間汽車工廠未必有生產輪子的能力，他們可能會向上游廠商訂製或是購買現成的輪胎來組裝，以減低生產的成本或風險，同樣的在軟體開發的世界也是如此，這也是為何會有：



  不要重覆打造輪子 




這句名言，如果每個軟體工程師都為同樣一個輪子多花了一個工作天，那麼全世界假設有一百萬個工程師都重造了一個輪子，那整體浪費掉的生產力就是一百萬個工作天，正因為同樣功能的程式，在許多地方都派得上用場，具有加法思維的工程師在考慮到除了滿足自己的需求以外，將這些會重覆利用到的部份以開放源碼的形式分享讓大家使用，如此一來就省掉了全世界工程師們將會浪費掉的時間，或許讀者會質疑，這麼做可能會讓以同性質軟體賣不出去，事實上確實是如此，但是因為這樣，軟體產業的巨輪往前推進了一大步，除此之外也創造了新的商業機會，舉例來說，MySQL 做為開放源碼的資料庫，打敗了其它類似的收費資料庫軟體，但是它讓原本無法負擔昂貴資料庫授權費用的開發者可以省下這筆開支，基於資料庫系統的開發進而創造更多的價值，同時也因為有無數人使用這套資料庫系統，它也創造了技術諮詢服務的需求和其它各種不同的商業模式。


簡而言之，開放源碼是一種基於利人利己的個人職涯或是商業的經營策略，並非只是許多人所認為的吃飽沒事做或是慈善事業，軟體產業之所以能夠在短短的數十年內改變世界原有產業的樣貌，正是因為聰明的工程師懂得使用加法的思維，在考慮到自身好處以外還能兼顧到整體環境的改進，他就像是一股巨浪，推著整個產業前進，把不願意乘浪抱持古老思想的人遠遠甩在後頭，對岸早就駕馭開源，甚至做出貢獻，淘寶就有釋出一系列開源專案，台灣軟體產業如果想跟上世界腳步，必然得乘上這波巨浪。





經營篇


沒有創投


對一間新的軟體或網路公司來說，從創立到開始獲利需要不少的資本投入，在初期最沉重的就是人事成本，想要留住好的工程師自然不可能以台灣常見的22K等級薪水打發，除了人事費用，辦公室、水、電和其它行政費用，也會隨著團隊的規模成長，因此一間新創公司在初期往往會需要募資，管道有很多種，從自己的積蓄、親朋好友到風險投資公司，其中最關鍵的可能要算是風險投資公司，然而不幸的是在台灣所謂的風險投資公司或是創業投資公司，所做的事情大多與歐美的風投公司不一樣，在台灣一般的這類的投資公司都會要求你的公司要有辦法獲利他們才肯借錢給你，說穿了這類業務其實就只是貸款，而矛盾的地方在於，如果已經能夠自己自足，有穩定成長的獲利，在不尋求積極擴張的情況下，需要這些公司的資金做什麼呢？除此之外，一間新創的網路公司要成功，並非只要有資金就可以成功，要知道網路創業所做的事情許多都是從前沒有任何人做過的事情，並非只是另外的一間工廠重覆著以往成功的模式用更便宜的成本生產更好的品質這種形式的創新，成敗與否在早期都是難以預測的，新創公司在摸索階段除了資金也很需要來自創投身為夥伴關係的各種資源幫助，不管是意見方面的諮詢、人脈的幫助、產業的合作、幫忙尋找下一輪的投資、尋找人才等等，在台灣未曾有過真正的創投與網路公司成功案例，未曾嘗過如矽谷那樣獲利百倍、千倍的投資甜頭、又沒有相關的經驗，在這方面理所當然也只能提供貸款的服務，除了環境先天上的不足，政府法規的落後和對新創網路產業的無知，更使得這個地方成為一片荒漠‧


因為先天環境上的限制，如果在台灣要創立新的網路公司，除非能有其它的管道找到足夠資金，否則應該盡量在早期能以類似「精實創業」的方式自給自足，在台灣要先做出成功的產品再來找資金，相較於矽谷或中國大陸是非常困難的，很容易在半路上就會資金用罄，創投投資的其實是一個團隊而不是一間公司，先建立能自給自足的堅強團隊是首要目標，許多團隊在初期甚至靠接案子維生，雖然失去了一些專注在產品上的時間，但是在這樣的環境下也只能如此。





體驗篇


軟體是服務業


軟體產業雖然頂著高科技的光環，但是比起硬體產業，它其實更像是服務業，軟體和網路服務的目的最主要都是服務人群，不同的是，一間飯店、餐廳能服務的最多不過幾百人，但是軟體服務能夠由少數幾個工程師來服務來自全世界各地數千萬甚至上億人，這也是為什麼軟體工程師在歐美國家能有這麼高的待遇，在台灣軟體常常只被視為是解決問題的工具，其產生的結果只有可行和不可行，這其實是台灣的軟體產業失敗的眾多原因之一，一個軟體服務的好壞其實是有很大的差異，並非只有二元的結果，對於消費者導向的服務而言，最重要的莫過於使用者體驗，使用一項軟體服務就像是去一家餐廳吃飯一樣，並非只有吃飽和吃不飽兩種感覺，一家餐廳從門口、招牌、店名開始就讓客人開始體驗，體驗的好壞從菜色的好壞、服務的品質到各種細節都會影響到客人最終的評價，軟體其實也是一樣的道理，一個手機App從商店的陳列給的第一個印象、標價、描述，到下載、學習和開始使用，不管是使用者介面，和軟體的穩定性、功能性，每一樣都讓使用者體驗，很多時候賣給使用者的並不是一個工具，而是一個體驗，如果兩個軟體服務都能滿足需求，使用者自然是選擇體驗較好的那個，最重要的反而不是功能強不強大等等無關緊要的問題。


服務業在台灣發展得很好，不幸的是，在台灣軟體設計出來的體驗往往都是很糟糕的，在使用的過程中都可以感受到設計者對於使用者的不在乎與不尊重，舉例來說從一個網站使用者的註冊開始就可以感受到濃烈的敵意，在台灣設計者往往為了市場調查等等需求，喜歡在註冊時要求使用者輸入一大堆無關緊要的資料，看過最誇張的是使用者必需輸入血型才能完成註冊，這就好比進如一家餐廳前還得經過身家調查一樣離譜，除此之外也很常見到許多電子商務網站的設計停留在數年前從未有任何改進，甚至有些搜尋功能形同虛設，同樣的商品標題站內搜尋找不到反而要到 Google 才找得到的誇張情況，許多網站在使用者人數過多時服務會停擺也都已經是家常便飯，數年過去同樣的問題一再發生也未見任何改進，這些都顯示出業者對於使用者的體驗毫不在乎，就好像方圓百里內就此一間客棧似的。


在台灣軟體之所以不重視體驗，最主要是因為現有的產業幾乎都是以業務為導向，不管是電子商務，軟體開發承包商，對於這些服務來說很多都是在低度競爭或壟斷的環境下所生存，外包的專案完成後，不管好用與否，都與成敗無關，自然沒有人會在意使用者的體驗，在桃花源的太平時代確實無所謂，然而當全球化的競爭越來越激烈，國外的市場都開發成熟時，這些人進軍時很可能就是不求改進者的末日。
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