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ABSTRACT
Malware continues to be an ongoing threat, with millions of
unique variants created every year. Unlike the majority of
this malware, Advanced Persistent Threat (APT) malware
is created to target a specific network or set of networks
and has a precise objective, e.g. exfiltrating sensitive data.
While 0-day malware detectors are a good start, they do not
help the reverse engineers better understand the threats at-
tacking their networks. Understanding the behavior of mal-
ware is often a time sensitive task, and can take anywhere
between several hours to several weeks. Our goal is to au-
tomate the task of identifying the general function of the
subroutines in the function call graph of the program to aid
the reverse engineers. Two approaches to model the sub-
routine labels are investigated, a multiclass Gaussian pro-
cess and a multiclass support vector machine. The output
of these methods is the probability that the subroutine be-
longs to a certain class of functionality (e.g., file I/O, exploit,
etc.). Promising initial results, illustrating the efficacy of
this method, are presented on a sample of 201 subroutines
taken from two malicious families.

Categories and Subject Descriptors
I.5.2 [Design Methodology]: Classifier design and evalu-
ation; K.6.5 [Security and Protection]: Invasive software
(e.g., viruses, worms, Trojan horses

General Terms
Security, Algorithms, Experimentation
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Computer Security; Malware; Machine Learning; Multiple
Kernel Learning; Gaussian Processes; Support Vector Ma-
chines
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1. INTRODUCTION
Millions of unique variants of malware are created every

year, with McAfee labs cataloging more than 30 million new
samples in the first quarter of 2014 [14]. The majority of this
malware is created through simple modifications of known
malware and is not intended to subvert sophisticated secu-
rity procedures. On the other hand, Advanced Persistent
Threat (APT) malware is created with the intention to at-
tack a specific network or set of networks and has a precise
objective, e.g. setting up a persistent beaconing mechanism
or exfiltrating sensitive data. Because APT malware is much
more alarming, most incident response teams of large net-
works have several reverse engineers on hand to deal with
these threats.

A reverse engineer has the task of classifying the hundreds-
to-thousands of individual subroutines of a program into the
appropriate classes of functionality. With this information,
they can then begin to decipher the intent of the program.
But this is a very time consuming process, and can take
anywhere from several hours to several weeks depending on
the complexity of the program. At the same time, reversing
APT is a time critical process, and understanding the extent
of an attack is of paramount importance. And while 0-day
malware detectors are a good start, they do not help the
reverse engineers better understand the threats attacking
their networks.

In this paper, we have developed methods to aid the re-
verse engineer, specifically in the process of classifying indi-
vidual subroutines. Figure 1 illustrates a function call graph
visualized by the popular reverse engineering program, IDA
Pro [10]. The program in Figure 1 is a relatively small and
straightforward one.

The novel contribution this line of research makes is to au-
tomatically label each subroutine in the function call graph.
The subroutine label is modeled using a multiclass Gaus-
sian process or multiclass support vector machine giving the
probability that the subroutine belongs to a certain class
of functionality (e.g., file I/O, exploit, etc.). A multiview
approach is used to construct the subroutine kernel (or sim-
ilarity) matrix for use in the classification method. The dif-
ferent views include the instructions contained within each
subroutine, the API calls contained within each subroutine,
and the subroutine’s neighbor information.

The process begins with a skilled reverse engineer labeling
subroutines into general, predefined categories. The cate-
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mov esi, 0x0040C000
lea edi, [esi-0xB000]
push edi
or ebp, 0xFF
or ebp, 0xFF
jmp 0x00419532
mov ebx, [esi]
mov ebx, [esi]
sub esi, 0xFC
adc ebx, ebx
jc 0x00419528
push edi
or ebp, 0xFF
... ...

Figure 2: The left table shows an example of the assembly instructions contained within a subroutine. A hypothetical resulting
Markov chain is shown on the right.

Type # examples
File I/O 44
Process/Thread 42
Network 70
GUI 21
Registry 18
Exploit 6

Table 1: The number of each class of subroutines. The
dataset contained 201 subroutines in total.

registry, or exploit. These subroutines came from 2 APT
malware families and some random benign programs. The
benign programs were mainly used to get more examples of
the GUI category. There were 32 programs in total. The
number of each class of subroutines is given in Table 1.

2.1 Instructions
Assembly instructions have had a lot of exposure in the

literature [1, 4, 19, 23]. This is a fundamental view of sub-
routines, and we make use of it in this work. The assembly
instructions are first categorized, i.e., there is a set number
of classes of instructions and all instructions seen fall into
one of the categories. In this work, 86 classes of instructions
are used, which are based on the pydasm instruction types.
Categorizations are used because there are a large number
of semantically similar instructions (e.g. add and fadd), and
this helps to limit the feature space to a manageable size.

There are several methods that can be used to repre-
sent the assembly instructions. The first method we ex-
perimented with was simply as sequences and then use a
sequence alignment algorithm to compare the subroutines.
This seems to be the most intuitive method, but yielded
poor results and was orders of magnitude slower than the
chosen method.

Because the sequence alignment method did not work as
well as hoped, the instructions were modeled as a Markov
chain. The instruction categories are the nodes of the Markov
chain graph. In the Markov chain representation, the edge
weight, eij , between vertices i and j corresponds to the tran-
sition probability from state i to state j, therefore, the edge
weights for edges originating at vi are required to sum to 1,

∑
i�j eij = 1. An n× n (n = |V |) adjacency matrix is used

to represent the graph, where each entry in the matrix, aij

= eij . An example is shown in Figure 2 on a simple eight
category representation for ease of illustration.

2.2 API Calls
When a reverse engineer begins the process of understand-

ing the functionality of a program, the API calls performed
within the subroutine are highly informative. For instance,
“wininet.dll” contains API calls that are exclusively used for
network activity, and is a good indicator that the subrou-
tine containing those calls is related to network functional-
ity. The efficacy of API calls for the program classification
problem has been shown in other work [8, 19]. Our dataset
contains 791 unique API calls from 22 unique DLLs.

We tried several methods to encode the information from
the API calls, notably using a feature vector of length 791
for each unique API call and a feature vector of length 22
for each unique DLL. Based on early results, we settled on
using the feature vector of length 22, where each entry in
the vector corresponds to the count of calls to that specific
DLL within the subroutine.

2.3 Neighbor Information
Although API calls are clearly very informative, there ex-

ists a large number of subroutines that do not contain any
API calls. This prompted the use of neighborhood informa-
tion, with the assumption that the neighboring subroutines
of subroutine x will be likely to perform a similar function
to the neighboring subroutines of subroutine y, given that x
and y have the same label.

Two views are constructed with the neighbor informa-
tion, the incoming and outgoing neighbor views. Similar
to the API calls, a feature vector of length 22 (for the 22
unique DLLs) is used for each view. The incoming view is
constructed by counting all unique DLLs in every incoming
subroutine and setting the appropriate entry in the feature
vector. For example, in Figure 3, the counts of the blue
subroutines’ DLLs would be used to construct the feature
vector. The outgoing neighbor view is constructed analo-
gously.
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Figure 3: Illustration of the neighbor information used. For
a given red node, the incoming blue nodes and the outgoing
purple nodes are used.

3. METHODS
Kernel-based classifiers have been shown to perform well

on a wide variety of tasks [16, 18]. For this work, support
vector machines and Gaussian processes are used to classify
the subroutines. These methods are related [16], and both
rely on kernel matrices to perform their respective optimiza-
tions.

3.1 Kernels
A kernel, K(x,x′), is a generalized inner product and can

be thought of as a measure of similarity between two objects
[18]. The power of kernels lies in their ability to compute the
inner product between two objects in a possibly much higher
dimensional feature space, without explicitly constructing
the feature space. A kernel, K : X ×X → R, is defined as:

K(x,x′) = 〈φ(x), φ(x′)〉 (1)

where 〈·, ·〉 is the dot product and φ(·) is the projection of the
input object into feature space. A well-defined kernel must
satisfy two properties: it must be symmetric (for all x and
x′ ∈ X: K(x,x′) = K(x′,x)) and positive-semidefinite (for
any x1, . . . , xn ∈ X and c ∈ R

n:
∑n

i=1

∑n
j=1 cicjK(xi, xj) ≥

0). Kernels are appealing in a classification setting due to
the kernel trick [18], which replaces inner products with ker-
nel evaluations. The kernel trick uses the kernel function to
perform a non-linear projection of the data into a higher
dimensional space, where linear classification in this higher
dimensional space is equivalent to non-linear classification
in the original input space.

If each view from Section 2 is treated as a feature vector,
a Gaussian kernel can be defined:

K(x,x′) = σ2e−λd(x,x′)2 (2)

where x and x′ are the feature vectors for a specific view, σ
and λ are the hyperparameters of the kernel function (de-
termined through cross-validation or MCMC), and d(·, ·) is
the distance between two examples. The Euclidean distance
is used for d(·, ·).

3.2 Classification

Support Vector Machine.
A support vector machine searches for a hyperplane in the

feature space that separates the points of the two classes
with a maximal margin [6]. The hyperplane that is found
by the SVM is a linear combination of the data instances,
xi, with weights, αi. It is important to note that only points
close to the hyperplane will have non-zero α’s. These points
are called support vectors. Therefore, the goal in learning
SVMs is to find the weight vector, α, describing each data
instance’s contribution to the hyperplane. Using quadratic
programming, the following optimization problem can be
efficiently solved:

max
α

(
n∑

i=1

αi − 1

2

n∑
i=1

n∑
j=1

αiαjyiyjK(xi,xj)

)
(3)

subject to the constraints:

n∑
i=1

αiyi = 0 (4)

0 ≤ αi ≤ C (5)

Given α found in Equation 3, the decision function is de-
fined as:

f(x) = sgn

(
n∑
i

αiyiK(x,xi)

)
(6)

which returns class +1 if the summation is ≥ 0, and class -1
if the summation is < 0. The number of kernel computations
in Equation 6 is decreased because many of the α’s are zero.
To perform multiclass classification with the support vec-

tor machine, a one-versus-all strategy is used [9]. A classifier
is trained for each class resulting in l scores, where l is the
number of classes (in our case, 6). This list of scores can
then be transformed into a multiclass probabilty estimate
by standard methods [25].

Gaussian Process.
Gaussian processes are a popular probabilistic alternative

to support vector machines for kernel learning. A Gaus-
sian process can be completely specified by a mean function,
m, and covariance (kernel) function, K, although the mean
function is often taken to be zero without loss of generality
[16]. They can be thought of as an infinite For multiclass
classification, we use multinomial logistic Gaussian process
regression [11]. For each class label, l, define

fl ∼ GP(0,K) (7)

to be an independent Gaussian process with covariance ma-
trix K and positive training examples belonging to class l.
Let pl(x) be the probability of x belonging to the lth class,
and be defined as:

pl(x) =

⎧⎨
⎩

exp fl(x)

1+
∑L−1

l=1
exp fl(x)

for l = 1, . . . , L− 1

1

1+
∑L−1

l=1
exp fl(x)

for l = L
(8)

p(x) is now a probability vector containing the probabilities
of belonging to each of the L classes.

The fl(x) are then conditioned on the training lables,
y, and a posterior distribution is obtained for fl(x), and
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synergy we are seeking between our methods/tools and the
reverse engineers who use them.

The first attempt at constructing the similarity matrices
for use in the kernel classifiers was based on sequence align-
ment [19, 24]. While sequence alignment between two pro-
grams may be easily confused by simple reordering of basic
blocks and subroutines, we believed that the subroutines
would be homogeneous enough to avoid these problems. In
our initial tests, we found that the Markov chain represen-
tation performed slightly better with respect to accuracy,
much better in terms of the predicted probabilities of the
true class, and was orders of magnitude faster. Along these
lines, it would be foolish not to continue investigating the
subroutine metric space to find better, more reliable ker-
nels. The most fruitful direction is most likely going to be
finding new ways of incorporating the graph structure and
neighborhood information, a direction we are pursuing.

As mentioned in Section 4, subroutines are not always
functionally “pure”, i.e., a subroutine can perform multiple
functions. We have shown that we can classify pure subrou-
tines with high accuracy. It would be interesting to design
methods that can robustly classify subroutines into more
than one class.

Along these lines, classifying subroutines into general cat-
egories can be seen as a first step to classifying groups of
subroutines, or a sub-graph of the function call graph, into
more specific tasks. These tasks could include things such
as data exfiltration or keylogging. These complex tasks are
often comprised of more than one subroutine. We are look-
ing at ways to cluster the function call graph using graph
structure and the general labels found in this paper to find
the more specific task labels.

Assuming that we can accurately identify the specific tasks
of a program, such as data exfiltration, keylogging, etc.,
building classifiers based on this information for the mal-
ware/benign problem for an overall program would seem like
a natural next step. One would expect malware to perform
several malicious tasks, but benign programs should, for the
most part, be free of these tasks.

To get the methods of this paper adopted for mainstream
use, a new user interface will need to be developed that can
be easily integrated into the workflow of a reverse engineer.
The reverse engineers of this project have been very willing
to test our prototype system, but it is highly unlikely that
all reverse engineers will be so willing to learn new tools.
A future plan is to integrate this line of research with the
highly used program, IDA Pro [10]. Creating a plugin for
IDA Pro that can automatically label the subroutines would
be far less disruptive and much more likely to be adopted
than a new web-based application.

7. CONCLUSIONS
Classifying programs as either benign or malicious is an

important first step to stopping advanced APT malware,
but a simple binary decision does not give the analysts the
information they need to properly assess the threat. In this
paper, we presented a first step in helping reverse engineers
understand a malicious program more quickly by classifying
the subroutines of the function call graph into six general
categories: file I/O, process/thread, network, GUI, registry,
and exploit. Support vector machines and Gaussian pro-
cesses were used for the classification process. We showed

that we can achieve high accuracy (98.51%) on a set of 201
labeled subroutines.
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